**STANDARD TEMPLATE LIBRARY**

3 things:

* Iterators (kind of generalized pointers)
* Containers (stl classes, vector is a container)
* Generic algorithms

**ITERATORS**

Abstraction of iterators

* Designed to hide details of implementation
* Provide uniform interface across different container class

Each container class has “own” iterator type

* All the containers have their iterators defined as a public inner class inside them
* Similar to how each data type has own pointer type

They behave like pointers

* \* (gives access to data pointed to by p), ++, --, [ ], arithmetic operations, all the operations that are available for pointers work fine, they are overloaded

Each container has functions begin() and end()

* obj.begin() 🡪 returns iterator for 1st item in obj
* obj.end() 🡪 returns “test” value for end (will point to not last element, to end)

cbegin and cend are const iterators (C++11) so you cannot modify that object with a dereferencing operator bc dereferencing operator returns a constant object.

Whatever you can do with pointers, you can do with iterators

* Instead of saying point to the begin of the array (with getting address of beginning of the array), we use begin() function

**Cycling with Iterators**

Recall cycling ability:

for (p = c.begin(); p!=c.end(); ++p) {process\*p}

\*p 🡪 current data item

int arr[10] = {1,7,10,11,-10,…}

int \*pt = arr;

for(int i = 0; i < 10; ++i, ++pt) cout << \*pt;

list<int> iv(10);

int \*pt = &iv[0];

for(int i = 0; i < 10; ++i, ++pt) cout << \*pt;

In green part, can I do ++pt? Because you know how linked lists work. Each node points to next node. So ++pt would be trouble for lists. But I like this notation. I like to use pointers to point to the elements of the linked lists or the array or the vector or the hashset whatever container I have. I like to generalize this idea of using pointers for any kind of containers.

If you use vector instead of list, most of the time ++pt will work bc vectors keep their elements as an array. BUT you are not supposed to use this way. Because this is abstraction, you don’t know implementation of vector. For example if you have vector<bool> and bool pointer for pt, then it will not work for sure. ++pt will point to next byte but each element is 1 bit in vector of bool (vector of bool was rewritten for efficiency).

So iterators have been invented.

**CHECK 19.01**

Iterators for vectors of ints are of type:

std::vector<int>::iterator

Iterators for lists of ints are of type:

std::list<int>::iterator

Vector is in std namespace so need:

using std::vector<int>::iterator;

**Kinds of Iterators**

Different containers 🡪 different iterators

Vector iterators

* Most general form
* All operations work with vector iterators
* Vector container great for iterator examples

**CHECK 19.02, 19.03, 19.05 in order**

There is no hierarchy between containers in C++.

**Iterator Classifications**

Forward iterators:

* ++ works on iterators

Bidirectional iterators:

* Both ++ and -- work on iterator

Random-access iterators:

* ++, --, and random access all work with iterator

These are “kinds” of iterators, not types!

**Constant and Mutable Iterators**

Dereferencing operator’s behaviour dictates

Constant iterator:

* \* produces read-only version of element
* Can use \*p to assign to variable or output, but cannot change element in container
  + E.g., \*p = <anything>; is illegal

Mutable iterator:

* \*p can be assigned value
* Changes corresponding element in container
* i.e.: \*p returns an lvalue

**Reverse Iterators**

To cycle elements in reverse order

* Requires container with bidirectional iterators

Might consider:

iterator p;

for(p = container.end(); p!=container.begin(); --p) cout << \*p;

* But recall end() is just “sentinel”, begin() not!
* end() returns not last element’s pointer, returns END.
* DON’T WRITE THIS KIND OF CODE
* Might work on some systems, but not most

To correctly cycle elements in reverse order:

reverse\_iterator p;

for(rp = container.rbegin(); rp!=container.rend(); ++rp) cout << \*rp;

* rbegin()
  + returns iterator at last element
* rend()
  + returns sentinel “end” marker
* With reverse\_iterator, if you do ++ it goes backwards.

**Compiler Problems**

Some compilers problematic with iterator declarations

Consider our usage:

using std::vector<char>::iterator;

…

iterator p;

Alternatively:

std::vector<char>::iterator p;

And others…

* Try various forms if compiler problematic.
* Write in different way.

**AUTO**

C++11 auto keyword can make your code more readable when it comes to templates and iterators.

Instead of:

vector<int>::iterator p = v.begin();

We can do the same thing more compactly with auto:

auto p = v.begin();
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**CONTAINERS**

Container classes in STL:

* Different kinds of data structures like lists, queues, stacks

Each is template class with parameter for particular data type to be stored

* E.g., lists of ints, doubles or myClass types

Each has own iterators

* One might have bidirectional, another might just have forward iterators

But all operators and members have same meaning

**Sequential Containers**

Arranges list data

* 1st element, next element, … to last element

Vector is sequential container

* There is a sequence in it, you talk about first element, next element…

Linked list is sequential container

* Earlier linked lists were “singly linked lists”
  + One link per node

STL has no “singly linked list” (C++11 has it)

* Only “double linked list” : template class list

Sets, unordered sets, maps are not sequential containers
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**Container Adapters stack and queue**

Container adapters are template classes

* Implemented “on top of” other classes
* These classes use somebody else’s capabilities to implement themselves

Stack has just these essential functions: “push”, “pop” and “empty”

* Stack use vector’s capabilities to implement itself

Example:

* stack template class by default implemented on top of deque (double ended queue) template class (deque is data structure in between list and vector)
  + Buried in stack’s implementation is deque where all data resides

Others:

* queue, priority\_queue

**Specifying Container Adapters**

Adapter template classes have “default” containers underneath

* But can specify different underlying container
* Examples:
  + stack template class 🡪 any sequence container
  + priority\_queue 🡪 default is vector, could be others

Implementing example:

stack<int, vector<int> >

* Makes vector underlying container for stack

**CHECK 19.10**

template<class T, class R = vector<T> >

class stack{

private:

R data\_;

public:

stack(){};

void push(const T& e) {data\_.push\_back(e);}

T pop() {return data\_.pop\_back();}

bool empty() const {return data\_.size() == 0;}

};

stack<int> s1;

stack<int, list<int> > s2;

stack<int, Array<int> > s3; 🡪 NOT VALID BC ARRAY IS STATIC, IT

DOESN’T HAVE push\_back(), pop\_back()

stack<int, Money> s3; 🡪 NOT VALID BC MONEY DOESN’T HAVE size(),

pop\_back() and push\_back() operations

Stack is implemented as adapter class. Adapter of vector by default.

Be careful there is no isA relationship between stack and vector. There is hasA relationship.

I don’t have iterator for stack class.

**Associative Containers**

Associative container: simple database

Store data

* Each data item has key

Example:

* key: employee’s SSN
* data: employee’s record as struct
  + Items retrieved based on key

Instead of a[7] = “ABC” we say a[“Ahmet”] = “ABC”

KEY VALUE

**set Template Class**

Simplest associative container possible

Stores elements without repetition

1st insertion places element in set

Each element is own key

* You just have the key, you don’t have the value.

Capabilities:

* Add elements
* Delete elements
* Ask if element is in set

Designed to be efficient

* Stores values in sorted order
* Can specify order:

set<T, *Ordering*> s;

* + Ordering is well-behaved ordering relation that returns bool
  + None specified: use < relational operator

set is specialization of map

* You just ignore the first element of the templated definition.
* Most general version of the set is map.

**CHECK 19.12**

**map Template Class**

A function given as set of ordered pairs

* For each value first, at most one value second in map

Example map declaration:

map<string, int> numberMap;

You are saying that my key is string, my value is integer.

You can also say: map<string, Money> numberMap;

Can use [ ] notation to access the map

* For both storage and retrieval

Stores in sorted order, like set

* Second value can have no ordering impact

**CHECK 19.14**

Access element (mapObj[k])

* If *k* matches the key of an element in the container, the function returns a reference to its mapped value.
* If *k* does not match the key of any element in the container, the function inserts a new element with that key and returns a reference to its mapped value. Notice that this always increases the container size by one, even if no mapped value is assigned to the element (the element is constructed using its default constructor).

Data structure behind map is hash map. Next semester you will see this.

Range for loop works for all kind of containers. As long as they define an iterator.

for (auto i : mySet)

cout << i << “\n”;

This code works for every containers that have iterators.

**Use Initialization, ranged for, and auto with Containers**

C++11’s initialization, ranged for, and auto features make it easier to work with containers.

Consider:

map<int, string> personIDs = { {1, “Walt”}, {2, “Kenrick”}};

set<string> colors = {“red”, “green”, “blue”};

We can easily iterate through each with:

for (auto p : personIDs)

cout << p.first << “ “ << p.second << endl;

for (auto p : colors)

cout << p << “ “;

for(int& i : mySet) cout << i ; 🡪 ERROR

Invalid initialization of reference of type ‘int&’ from expression of type ‘const int’

So you cannot get non-const reference to elements of set.

For the vectors, these work.

* for(int& i : myVector) cout << i;
* for(int& i : myVector) cout << ++i;

**Efficiency**

STL designed with efficiency as important consideration

* Strives to be optimally efficient

Example: set, map elements stored in sorted order for fast searches

**ALGORITHMS**

C++11 STL specifies lots of algorithms for you.

They are all templated functions.

All the algorithms defined in the STL are very efficiently implemented.

*For example sort:*

* Takes 2 random access iterators 🡪 beginning and end of the container
* Sort between 2 iterators
* If I don’t want to sort the integers with respect to natural ordering, I can add another function pointer (name of the function) as parameter to sort function.

bool myFunction (int i , int j) { return i<j; }

struct myclass {

bool operator() (int i,int j) { return (i<j);}

} myobject;

. . .

int myints[] = {32, 71, 12, 45, 26, 80, 53, 33};

vector<int> myvector(myints, myints+8); 🡪

//32, 71, 12, 45, 26, 80, 53, 33

// using default comparison (operator <):

sort (myvector.begin(), myvector.begin()+4);

//(12 32 45 71)26 80 53 33

// using function as comp

sort (myvector.begin()+4, myvector.end(), myfunction);

// 12 32 45 71(26 33 53 80)

// using object as comp

sort (myvector.begin(), myvector.end(), myobject);

//(12 26 32 33 45 53 71 80)

*For example for\_each:*

template<class InputIterator, class Function>

Function for\_each(InputIterator first, InputIterator last, Function fn)

{

while (first!=last) {

fn (\*first);

++first;

}

return fn; // or, since C++11: return move(fn);

}

//Applies function fn to each elements in the range [first, last).

void myfunction (int i) { // function:

std::cout << ' ' << i;

}

struct myclass { // function object type:

void operator() (int i) {std::cout << ' ' << i;}

} myobject;

. . .

std::vector<int> myvector;

myvector.push\_back(10);

myvector.push\_back(20);

myvector.push\_back(30);

std::cout << "myvector contains:";

for\_each (myvector.begin(), myvector.end(), myfunction);

std::cout << '\n';

// or:

std::cout << "myvector contains:";

for\_each (myvector.begin(), myvector.end(), myobject);

std::cout << '\n';

**CHECK 19.17**

**Modifying Sequence Algorithms**

STL functions that change container contents

Recall: adding/removing elements from containers can affect other iterators

* list, slist guarantee no iterator changes
* vector, deque make NO such guarantee

Always watch which iterators are assured to be changed/unchanged